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# Task 1: Implementing Space-Time A\*

## Searching in the Space-Time Domain

### The key/value pair was added to the variables "root" and "child" by using the next lines – root = { 'loc': start\_loc, 'g\_val': 0, 'h\_val': h\_value, 'parent': None, 'timestep': 0 } the "root" node need to be initialize for start location, g value zero, h value as computed at the function (using Dijkstra algorithm), no parent and time step zero. child = { 'loc': child\_loc, 'g\_val': curr [ 'g\_val' ] + 1, 'h\_val': h\_value [ child\_loc ], 'parent': curr, 'timestep': curr ['timestep'] + 1 } any "child" node is under the loop and have value as written above, where curr is popped node from the open list and child\_loc found by the move and auxiliary function.

### Here, we asked to change the close\_list key to support not only the location but also the time step. I did it by simply change the key to the asked tuple. For example, after pushing the root node it will be using from closed list by calling: closed\_list[(root['loc'], root['timestep'])]

### Adding the "wait" action, is simply done by adjusting the given "move" function, which contains x and y direction move (down (0, -1); up (1,0); right (1,0), left (-1,0)), and I added also the wait direction (0, 0) and update the loop to run 5 time for each move instead of 4 (under A\*).

def move(loc, dir):  
 directions = [(0, -1), (1, 0), (0, 1), (-1, 0), (0, 0)] #(0,0) is WAIT "DIRECTION"  
 return loc[0] + directions[dir][0], loc[1] + directions[dir][1]

## Handling Vertex Constraints

Implement "build\_constraint\_table" and "is\_constrained" functions.

build\_constraint\_table(constraints, agent): this function first filter the constraints by the given agent and then put in into dictionary (sorted by time step).

def build\_constraint\_table(constraints, agent):  
 ##############################  
 # *TODO 1.2/1.3: Return a table that contains the list of constraints of* # *the given agent for each time step. The table can be used* # *for a more efficient constraint violation check in the* # *is\_constrained function.* # *constrain example: {'agent': 2, 'loc': [(3,4)], 'timestep': 5}* filtered\_agents\_constraints = list(filter(lambda con: con['agent'] is agent, constraints))  
  
 timestep\_loc\_list = list(map(lambda con: (con['timestep'], (con['loc'], con['positive'])), filtered\_agents\_constraints))  
 const\_table = {}  
 for timestep, loc\_pos in timestep\_loc\_list:  
 if timestep in const\_table:  
 const\_table[timestep].append(loc\_pos)  
 else:  
 const\_table[timestep] = [loc\_pos]  
  
 return const\_table

is\_constrained(curr\_loc, next\_loc, next\_time, constraint\_table): this function changed few times while building the project. The main idea is to check if a move violates any given constraint.   
The first function was just and simple check, then I had to update it by using "INF" time to marked "goal constraint" (when agent finish his path, the goal location is a constraint for any other agents from time after he finished until the end of the process), and the last change was to support positive and negative constraint (see 4.1).

In this section, we just asked to check for vertex collision, which means checking only if location and time step is violate the constraints table.

## Adding Edge Constraints

As the same as 1.2, but here we asked to check for edge collisions. Edge constraints have a list of 2 tuples – which stands for edge between 2 location (curr\_location and next\_location), and now we had to check if other agent uses that edge at the forbidden time step.

## Handling Goal Constraints

We had to support a constraints after agent find his path to the goal location (in other words, agent who starts at and finish at at time step won't be affected by (negative) constraint at ). So, in the A\* implementation a check for that problem was needed – for any time step after the agent finish his path, I checked if his goal violate the constraints table (my "no\_goal\_constraints" function do it, it also changed to check positive constraints – see (4) disjoint splitting section).

## Optional: Designing Constraints

Here we asked to design minimal constraints set by hand that allows the algorithm to find collision-free paths with minimal sum of path lengths for the next problem:
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It's easy to see that we need to enforce agent 1 (blue) to go down at time step 2 to get any solution, and without any "wait" it will be also an optimal solution. assuming the algorithm take him to (1,3) at time step 1, we need add 3 constraints that cancel the 3 other options (move left, move right or wait at (1,3)), so 3 constraints are needed to cancel each options:  
constraints = [{'agent' : 1, 'loc' : [(1,2)], 'timestep' : 2},   
 {'agent' : 1, 'loc' : [(1,3)], 'timestep' : 2},  
 {'agent' : 1, 'loc' : [(1,4)], 'timestep' : 2}]

# Task 2: Implementing Prioritized Planning

## Adding Vertex Constraints

Here implementation of 2 loops is needed, one to iterate over the path (cell in path) of the current agent and one to add vertex constraint for all future agent (i+1 to N, I is the current agent in the main loop, N stands for number of agents). In addition, a variable t is added which consistent to time step of the cell in path. At every loop we added a vertex constraint as the above:

{'agent': future\_agent, 'loc': [cell], 'timestep': t}

## Adding Edge Constraints

Using the same loops as discussed in 2.1, under the condition (where stands for current path length), we added the relevant edge constraint:

{'agent': future\_agent, 'loc': [path[t+1], cell],   
'timestep': t+1}

for i in range(self.num\_of\_agents): # Find path for each agent  
  
 path = a\_star(self.my\_map, self.starts[i], self.goals[i], self.heuristics[i],  
 i, constraints)  
 if path is None:  
 raise BaseException('No solutions')  
 result.append(path)  
  
 ##############################  
 # *TODO 2: Add constraints here* # *Useful variables:* # *\* path contains the solution path of the current (i'th) agent, e.g., [(1,1),(1,2),(1,3)]* # *\* self.num\_of\_agents has the number of total agents* # *\* constraints: array of constraints to consider for future A\* searches* ##############################  
 # max\_path\_lengths = max(len(path), max\_path\_lengths)  
  
 t = 0 # time variable for current agent  
 for future\_agent in range(i+1, self.num\_of\_agents): # other agent  
 for cell in path:  
 #vertex contrains  
 constraints.append({'agent': future\_agent, 'loc': [cell], 'timestep': t, 'positive': False})  
  
 #edge constrains  
 if t<len(path)-1:  
 constraints.append({'agent': future\_agent, 'loc': [path[t+1],cell], 'timestep': t+1,'positive': False})  
 t = t + 1 #one step  
  
 constraints.append({'agent': future\_agent, 'loc':(len(path)-1,[path[-1]]),'timestep': INF, 'positive': False})  
 t = 0 # for the next agent

## Optional: Adding Additional Constraints

Here we added constraints that solve the problem that agent can move on top of other agents that have already reached their goal locations.

constraints.append({'agent': future\_agent, 'loc':(len(path)-1,[path[-1]]),'timestep': INF, 'positive': False})

INF marked final location and use it when checking constraint with is\_constraints.

def is\_constrained(curr\_loc, next\_loc, next\_time, constraint\_table):  
 ##############################  
 # *todo Task 1.2/1.3: Check if a move from curr\_loc to next\_loc at time step next\_time violates* # *any given constraint. For efficiency the constraints are indexed in a constraint\_table* # *by time step, see build\_constraint\_table.* if next\_time not in constraint\_table: # no constraint at the timestep  
 if INF in constraint\_table: # someone on goal - inf constraint  
 # print(constraint\_table[INF])  
 # print((((next\_time, [next\_loc]), False)))  
 for con in constraint\_table[INF]:  
 if con[0][0] <= next\_time and con[0][1] == [next\_loc] and con [1]==False:  
 return True  
   
 else: # next time no in constraints table and there is no INF constraint  
 return False  
  
  
 else:  
 return is\_negative\_constraint(curr\_loc, next\_loc, next\_time, constraint\_table) or \  
 is\_positive\_constraint(curr\_loc, next\_loc, next\_time, constraint\_table)

where is\_negative\_constraint and is\_positive\_constraint are:

def is\_negative\_constraint(curr\_loc, next\_loc, next\_time, constraint\_table):  
 return (([next\_loc], False) in constraint\_table[next\_time]) or \  
 (([curr\_loc, next\_loc], False) in constraint\_table[next\_time])  
  
  
def is\_positive\_constraint(curr\_loc, next\_loc, next\_time, constraint\_table):  
 positive\_in\_timestep = list(filter(lambda con: con[1] is True, constraint\_table[next\_time]))  
 if len(positive\_in\_timestep) > 0:  
 return ([next\_loc], True) not in positive\_in\_timestep and ([curr\_loc, next\_loc], True) not in positive\_in\_timestep

## Optional: Addressing Failures

In class we discussed a tight runtime bound as a function of previous paths (in homework 2 I use it) and map's size. To keep it simple I change it to upper bound to avoid another input of previous paths, here N and M are the map's dimensions.

## Optional: Showing that Prioritized Planning is Incomplete and Suboptimal

In this question I had to show a case that illustrate that prioritized planning is not complete and suboptimal. I picked the first task (Design a MAPF instance for which prioritized planning does not find an (optimal or suboptimal) collision-free solution for a given ordering of the agents), which means showing prioritized planning is not complete. To keep it simply let use " instances/exp2\_3.txt".

![](data:image/png;base64,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)

Here, assuming that agent 1 has the highest priority, block agent 0 to get to his goal at location (1,5), but as we know there is a solution as discussed before. We can generalize that for any case that higher priority agents are finish paths and blocking all paths to the goal of some other agent.

# Task 3: Implementing Conflict-Based Search (CBS)

## Detecting Collisions

The implemented functions detect\_collision get as an input 2 paths, and first found which path's time is bigger () and which is smaller (). Then, compare every pairs of location in a loop from 1 to to detect vertex collision and under the condition that current time step is smaller than edge collision are detected (switching positions).

In addition, detect\_collisions is implemented, which is simply 2 loop on agent number index (i) and other future index (j, starts at i+1) , and use the detect\_collision function to find the first collision if any.

def detect\_collision(path1, path2):  
 ##############################  
 # *TODO Task 3.1: Return the first collision that occurs between two robot paths (or None if there is no collision)* # *There are two types of collisions: vertex collision and edge collision.* # *A vertex collision occurs if both robots occupy the same location at the same timestep* # *An edge collision occurs if the robots swap their location at the same timestep.* # *You should use "get\_location(path, t)" to get the location of a robot at time t.* Tmin = min(len(path1),len(path2))  
 Tmax = max(len(path1),len(path2))  
 for t in range(Tmax):  
 # when t is out of path range the get\_location bring the final position  
 L1 = get\_location(path1, t)  
 L2 = get\_location(path2, t)  
 # vertex:  
 if L1 == L2:  
 return {'loc': [L1], 'timestep':t}  
  
 # edge:  
 if t < Tmin - 1:  
 next1 = get\_location(path1, t + 1)  
 next2 = get\_location(path2, t + 1)  
 if L1 == next2 and L2 == next1: #switch positions, edge collision  
 # PAY ATTENTION! the output is according to path1!  
 return {'loc': [L1, next1], 'timestep': t + 1}  
  
 return None # no collisions  
  
  
def detect\_collisions(paths):  
 ##############################  
 # *TODO Task 3.1: Return a list of first collisions between all robot pairs.* # *A collision can be represented as dictionary that contains the id of the two robots, the vertex or edge* # *causing the collision, and the timestep at which the collision occurred.* # *You should use your detect\_collision function to find a collision between two robots.*  
  
 collisions = []  
 for i in range(len(paths)):  
 for j in range(i + 1, len(paths)): #next agents  
 first\_coll = detect\_collision(paths[i],paths[j])  
 if first\_coll is not None:  
 collisions.append(  
 {'a1': i, 'a2': j, 'loc': first\_coll['loc'], 'timestep': first\_coll['timestep']})  
  
 return collisions

## Converting Collisions to Constraints

The standard\_splitting function implementation, which simply returns a list of 2 constraints to resolve the given collision. So, this function is nothing more than one line:

def standard\_splitting(collision):  
 ##############################  
 # *todo Task 3.2: Return a list of (two) constraints to resolve the given collision* # *Vertex collision: the first constraint prevents the first agent to be at the specified location at the* # *specified timestep, and the second constraint prevents the second agent to be at the* # *specified location at the specified timestep.* # *Edge collision: the first constraint prevents the first agent to traverse the specified edge at the* # *specified timestep, and the second constraint prevents the second agent to traverse the* # *specified edge at the specified timestep* return [{'agent': collision['a1'], 'loc': collision['loc'], 'timestep': collision['timestep'], 'positive': False},  
 {'agent': collision['a2'], 'loc': collision['loc'][::-1], 'timestep': collision['timestep'], 'positive': False}]

notice that in case of edge collision the constraint of agent 2 needs to be at the opposite direction (detection notation is according to agent 1), and then

collision['loc'][::-1],

will solve that problem and will not change anything for vertex collision (because vertex collision is one location).

## Implementing the High-Level Search

Here, we simply implement the pseudo-code attached in page 7. You can see the notes added to the code that refer to the line in page 7. Important technical issue was to make a shallow copy of property while generation a child.

Basically, as long as the open list in not empty, the function pops the next node, and find solution if the node has no collision. Otherwise, the function chooses the first collision and convert to list of constraints (using standard\_splitting function, next we will use the disjoint splitting) and add new child to the open list for each constraint. (high-level implementation will add in next section)

## Testing your Implementation

Here we tested our code using the command (running all test instances):

python run\_experiments.py --instance "instances/test\_\*" --solver CBS –-batch

we compare our results to the file attached (optimal results) and check our implementation.

# Task 4: Implementing CBS with Disjoint Splitting

## Supporting Positive Constraints

Here we added a binary key "positive" to the single\_agent\_planner.py for any constraint dictionary. In addition, to support this change, few changes in the code are added.

## Converting Collisions to Constraints

disjoint\_splitting function is implemented. First this is to get a random integer 0 or one which define agent ('a1' or 'a2'), and then return list of 2 constraint: one positive and one negative to the random agent (if 'a2' is chosen, we take the collision in the opposite direction using [::-1] as we use at (3.2)).

def disjoint\_splitting(collision):  
 ##############################  
 # *todo Task 4.1: Return a list of (two) constraints to resolve the given collision* # *Vertex collision: the first constraint enforces one agent to be at the specified location at the* # *specified timestep, and the second constraint prevents the same agent to be at the* # *same location at the timestep.* # *Edge collision: the first constraint enforces one agent to traverse the specified edge at the* # *specified timestep, and the second constraint prevents the same agent to traverse the* # *specified edge at the specified timestep* # *Choose the agent randomly* rand01 = random.randint(0, 1)  
  
 if rand01 is 0:  
 return [  
 {'agent': collision['a1'], 'loc': collision['loc'], 'timestep': collision['timestep'], 'positive': True},  
 {'agent': collision['a1'], 'loc': collision['loc'], 'timestep': collision['timestep'], 'positive': False}]  
 else:  
 return [  
 {'agent': collision['a2'], 'loc': collision['loc'][::-1], 'timestep': collision['timestep'], 'positive': True},  
 {'agent': collision['a2'], 'loc': collision['loc'][::-1], 'timestep': collision['timestep'], 'positive': False}]

## Adjusting the High-Level Search

Here we needed to update the function find\_solution in cbs.py. First, line to detect the required splitting method (from command line, see command line example below). The function needs to support positive constraints, I choose to convert any positive constraint to N-1 negative constraints (N is number of agents, for any agent except the positive constraint's agent), because solving negative constraint is already works from previous sections. In addition, the low level of CBS with disjoint splitting might have to find new shortest paths for agents which violate the constraint added. To solve it, function paths\_violate\_constraint is added to find list of agents that violate a given constraints table (with the new constraints that added from the positive constraint).

def find\_solution(self, disjoint=True):self.start\_time = timer.time()  
  
 root = {'cost': 0, # Line 4 initializte  
 'constraints': [], # Line 1  
 'paths': [], # Line 2 initializte  
 'collisions': []} #Line 3 initializte  
  
 # Line 2  
 for i in range(self.num\_of\_agents): # Find initial path for each agent  
 path = a\_star(self.my\_map, self.starts[i], self.goals[i], self.heuristics[i], i, root['constraints'])#, goal\_constrains, max\_path\_lengths)  
  
 if path is None: # if any agent can go to his goal without constarints than there is no solution...  
 raise BaseException('No solutions')  
  
 root['paths'].append(path) # add paths of any agent  
  
 root['cost'] = get\_sum\_of\_cost(root['paths']) #Line 4  
 root['collisions'] = detect\_collisions(root['paths']) #Line 3  
 self.push\_node(root) # Line 5  
  
  
 ##############################  
 # *todo Task 3.3: High-Level Search* # *Repeat the following as long as the open list is not empty:* # *1. Get the next node from the open list (you can use self.pop\_node())* # *2. If this node has no collision, return solution* # *3. Otherwise, choose the first collision and convert to a list of constraints (using your* # *standard\_splitting function). Add a new child node to your open list for each constraint* # *Ensure to create a copy of any objects that your child nodes might inherit* while len(self.open\_list) > 0:  
 curr\_node = self.pop\_node() # Line 7  
  
 if (curr\_node['collisions'] == []): # Line 8  
 self.print\_results(curr\_node, disjoint)  
 return curr\_node['paths'] #Line 9  
  
 collision = curr\_node['collisions'][0] #Line 10  
  
 # Line 11  
 if disjoint is True: #one of the features, use the command line  
 constraints = disjoint\_splitting(collision)  
 else: # standard splitting  
 constraints = standard\_splitting(collision)  
  
 for constraint in constraints:  
 # Line 13  
 new\_node = {'cost': 0,  
 'constraints': curr\_node['constraints'].copy() + [constraint], #line 14  
 'paths': curr\_node['paths'].copy(), #line 15  
 'collisions': []}  
  
 a\_i = constraint["agent"] #line 16  
  
 path = a\_star(self.my\_map, self.starts[a\_i], self.goals[a\_i], self.heuristics[a\_i], a\_i, new\_node['constraints']) # line 17  
  
  
 if path is not None and len(path) > 0:  
  
 #######  
 new\_node["paths"][a\_i] = path # Line 19  
  
 no\_solution = False  
  
 # adding negative constraints that implements the positive constraint  
 if disjoint is True and constraint['positive'] is True:  
 new\_constraints = [{'agent': a, 'loc': constraint['loc'][::-1],'timestep': collision['timestep'], 'positive': False} for a in range(len(new\_node['paths'])) if a is not a\_i]  
  
 new\_node['constraints'] = new\_node['constraints'] + new\_constraints  
  
 # find the agents who violate the new constraints list  
 violated\_agents =   
 paths\_violate\_constraint(new\_node['paths'], constraint)  
  
 # for every agent who violate - find a new path using A\* function  
 for vio in violated\_agents:  
 new\_path = a\_star(self.my\_map, self.starts[vio], self.goals[vio],  
 self.heuristics[vio], vio, new\_node['constraints'])  
  
 # maybe some agent have no solution... raise a flag and break the loop  
 if new\_path is None or len(new\_path) is 0:  
 no\_solution = True  
 break  
  
 else: # new paths for all violated agent found  
 new\_node['paths'][vio] = new\_path.copy()  
  
 if no\_solution:  
 # one of the violated agents doesn't have a solution with the new positive constraint  
 # do not add child  
 continue  
 new\_node["collisions"] = detect\_collisions(new\_node["paths"]) # line 20  
 new\_node["cost"] = get\_sum\_of\_cost(new\_node["paths"])#line 21  
 self.push\_node(new\_node) #line 22  
  
 raise BaseException('No solutions') #return "No Solutions", line 23

We know that changing the splitting method does not affect the optimality of CBS algorithm (my code proves it). Hence, running this test will solve the instances at the same cost as in the ground truth CSV file attached no matter choosing splitting method. But, by using disjoint method, runtime decrease dramatically.

Important  
To check our implementation of CBS with disjoint splitting the command line is (running all test instances):

**python run\_experiments.py --instance "instances/test\_\*" --disjoint --solver CBS --batch**

how much disjoint splitting helps?

In test 47 (see attached image below), I found a significant improvement between standard splitting to disjoint splitting. This maps constraint tree become big because there is a lot of collision while searching fir solution, and disjoint splitting solution has better performance in all the parameter more than 97% (see table below)
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Sum of cost** | **CPU time** | **Expanded nodes** | **Generated nodes** |
| **Standard** | 65 | 419.47 | 197429 | 394857 |
| **Disjoint** | 65 | 11.19 | 3638 | 6099 |
| **Improvement** | 0 (of course, both optimal) | **97.3%** | **98.2%** | **98.5%** |

# Future work

Prioritized search: the algorithm is only searching with the given permutation, and therefore, sometimes it fails to find a solution or find high-cost solution.   
If we let the prioritized search use another random permutation (or every possible permutation) we could get a solution with lower cost, and in some cases find any solution (instead of no one). In the other hand, the runtime will increase significantly.

CBS: the algorithm detects the first new collision in any loop. Sometime solving that collision does not solve further collision, and sometime choosing other collision can find better paths (prevent more collision).   
As the same as choosing random agent to add constraint, I think that choose random collision as constraint also could help to find better solution (runtime, and expanded nodes), especially at scenario when choosing the first one does not prevent any other.